# **自定义View，有这一篇就够了**

# **1.自定义View**

首先我们要明白，为什么要自定义View？主要是Android系统内置的View无法实现我们的需求，我们需要针对我们的业务需求定制我们想要的View。自定义View我们大部分时候只需重写两个函数：onMeasure()、onDraw()。onMeasure负责对当前View的尺寸进行测量，onDraw负责把当前这个View绘制出来。当然了，你还得写至少写2个构造函数：

public MyView(Context context) {

super(context);

}

public MyView(Context context, AttributeSet attrs) {

super(context, attrs);

}

## **1.1.onMeasure**

我们自定义的View，首先得要测量宽高尺寸。为什么要测量宽高尺寸？我在刚学自定义View的时候非常无法理解！因为我当时觉得，****我在xml文件中已经指定好了宽高尺寸了，我自定义View中有必要再次获取宽高并设置宽高吗？****既然我自定义的View是继承自View类，google团队直接在View类中直接把xml设置的宽高获取，并且设置进去不就好了吗？那google为啥让我们做这样的“重复工作”呢？客官别急，马上给您上茶~

在学习Android的时候，我们就知道，在xml布局文件中，我们的layout\_width和layout\_height参数可以不用写具体的尺寸，而是wrap\_content或者是match\_parent。其意思我们都知道，就是将尺寸设置为“包住内容”和“填充父布局给我们的所有空间”。这两个设置并没有指定真正的大小，可是我们绘制到屏幕上的View必须是要有具体的宽高的，正是因为这个原因，我们必须自己去处理和设置尺寸。当然了，View类给了默认的处理，但是如果View类的默认处理不满足我们的要求，我们就得重写onMeasure函数啦~。这里举个例子，比如我们希望我们的View是个正方形，如果在xml中指定宽高为wrap\_content，如果使用View类提供的measure处理方式，显然无法满足我们的需求~。

先看看onMeasure函数原型：

protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec)

参数中的widthMeasureSpec和heightMeasureSpec是个什么鬼？看起来很像width和height，没错，这两个参数就是包含宽和高的信息。什么？包含？难道还要其他信息？是的！它还包含测量模式，也就是说，一个int整数，里面放了测量模式和尺寸大小。那么一个数怎么放两个信息呢？我们知道，我们在设置宽高时有3个选择：wrap\_content、match\_parent以及指定固定尺寸，而测量模式也有3种：UNSPECIFIED，EXACTLY，AT\_MOST，当然，他们并不是一一对应关系哈，这三种模式后面我会详细介绍，但测量模式无非就是这3种情况，而如果使用二进制，我们只需要使用2个bit就可以做到，因为2个bit取值范围是[0,3]里面可以存放4个数足够我们用了。那么Google是怎么把一个int同时放测量模式和尺寸信息呢？我们知道int型数据占用32个bit，而google实现的是，将int数据的前面2个bit用于区分不同的布局模式，后面30个bit存放的是尺寸的数据。

那我们怎么从int数据中提取测量模式和尺寸呢？放心，不用你每次都要写一次移位<<和取且&操作，Android内置类MeasureSpec帮我们写好啦~，我们只需按照下面方法就可以拿到啦：

int widthMode = MeasureSpec.getMode(widthMeasureSpec);int widthSize = MeasureSpec.getSize(widthMeasureSpec);

爱思考的你肯定会问，既然我们能通过widthMeasureSpec拿到宽度尺寸大小，那我们还要测量模式干嘛？测量模式会不会是多余的？请注意：这里的的尺寸大小并不是最终我们的View的尺寸大小，而是父View提供的参考大小。我们看看测量模式，测量模式是干啥用的呢？

| **测量模式** | **表示意思** |
| --- | --- |
| UNSPECIFIED | 父容器没有对当前View有任何限制，当前View可以任意取尺寸 |
| EXACTLY | 当前的尺寸就是当前View应该取的尺寸 |
| AT\_MOST | 当前尺寸是当前View能取的最大尺寸 |

而上面的测量模式跟我们的布局时的wrap\_content、match\_parent以及写成固定的尺寸有什么对应关系呢？

match\_parent--->EXACTLY。怎么理解呢？match\_parent就是要利用父View给我们提供的所有剩余空间，而父View剩余空间是确定的，也就是这个测量模式的整数里面存放的尺寸。

wrap\_content--->AT\_MOST。怎么理解：就是我们想要将大小设置为包裹我们的view内容，那么尺寸大小就是父View给我们作为参考的尺寸，只要不超过这个尺寸就可以啦，具体尺寸就根据我们的需求去设定。

固定尺寸（如100dp）--->EXACTLY。用户自己指定了尺寸大小，我们就不用再去干涉了，当然是以指定的大小为主啦。

## **1.2.动手重写onMeasure函数**

上面讲了太多理论，我们实际操作一下吧，感受一下onMeasure的使用，假设我们要实现这样一个效果：将当前的View以正方形的形式显示，即要宽高相等，并且默认的宽高值为100像素。就可以这些编写：

private int getMySize(int defaultSize, int measureSpec) {

int mySize = defaultSize;

int mode = MeasureSpec.getMode(measureSpec);

int size = MeasureSpec.getSize(measureSpec);

switch (mode) {

case MeasureSpec.UNSPECIFIED: {//如果没有指定大小，就设置为默认大小

mySize = defaultSize;

break;

}

case MeasureSpec.AT\_MOST: {//如果测量模式是最大取值为size

//我们将大小取最大值,你也可以取其他值

mySize = size;

break;

}

case MeasureSpec.EXACTLY: {//如果是固定的大小，那就不要去改变它

mySize = size;

break;

}

}

return mySize;

}

@Overrideprotected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) {

super.onMeasure(widthMeasureSpec, heightMeasureSpec);

int width = getMySize(100, widthMeasureSpec);

int height = getMySize(100, heightMeasureSpec);

if (width < height) {

height = width;

} else {

width = height;

}

setMeasuredDimension(width, height);

}

我们设置一下布局

<com.hc.studyview.MyView

android:layout\_width="match\_parent"

android:layout\_height="100dp"

android:background="#ff0000" />

看看使用了我们自己定义的onMeasure函数后的效果：
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自定义View

而如果我们不重写onMeasure，效果则是如下：
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默认size

## **1.3.重写onDraw**

上面我们学会了自定义尺寸大小，那么尺寸我们会设定了，接下来就是把我们想要的效果画出来吧~绘制我们想要的效果很简单，直接在画板Canvas对象上绘制就好啦，过于简单，我们以一个简单的例子去学习：假设我们需要实现的是，我们的View显示一个圆形，我们在上面已经实现了宽高尺寸相等的基础上，继续往下做：

@Override

protected void onDraw(Canvas canvas) {

//调用父View的onDraw函数，因为View这个类帮我们实现了一些

// 基本的而绘制功能，比如绘制背景颜色、背景图片等

super.onDraw(canvas);

int r = getMeasuredWidth() / 2;//也可以是getMeasuredHeight()/2,本例中我们已经将宽高设置相等了

//圆心的横坐标为当前的View的左边起始位置+半径

int centerX = getLeft() + r;

//圆心的纵坐标为当前的View的顶部起始位置+半径

int centerY = getTop() + r;

Paint paint = new Paint();

paint.setColor(Color.GREEN);

//开始绘制

canvas.drawCircle(centerX, centerY, r, paint);

}

![IMG_258](data:image/png;base64,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)

显示效果

## **1.4.自定义布局属性**

如果有些属性我们希望由用户指定，只有当用户不指定的时候才用我们硬编码的值，比如上面的默认尺寸，我们想要由用户自己在布局文件里面指定该怎么做呢？那当然是通我们自定属性，让用户用我们定义的属性啦~

首先我们需要在res/values/styles.xml文件（如果没有请自己新建）里面声明一个我们自定义的属性：

<resources>

<!--name为声明的"属性集合"名，可以随便取，但是最好是设置为跟我们的View一样的名称-->

<declare-styleable name="MyView">

<!--声明我们的属性，名称为default\_size,取值类型为尺寸类型（dp,px等）-->

<attr name="default\_size" format="dimension" />

</declare-styleable></resources>

接下来就是在布局文件用上我们的自定义的属性啦~

<?xml version="1.0" encoding="utf-8"?><LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:hc="http://schemas.android.com/apk/res-auto"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent">

<com.hc.studyview.MyView

android:layout\_width="match\_parent"

android:layout\_height="100dp"

hc:default\_size="100dp" />

</LinearLayout>

注意：需要在根标签（LinearLayout）里面设定命名空间，命名空间名称可以随便取，比如hc，命名空间后面取得值是固定的："http://schemas.android.com/apk/res-auto"

最后就是在我们的自定义的View里面把我们自定义的属性的值取出来，在构造函数中，还记得有个AttributeSet属性吗？就是靠它帮我们把布局里面的属性取出来：

private int defalutSize;

public MyView(Context context, AttributeSet attrs) {

super(context, attrs);

//第二个参数就是我们在styles.xml文件中的<declare-styleable>标签

//即属性集合的标签，在R文件中名称为R.styleable+name

TypedArray a = context.obtainStyledAttributes(attrs, R.styleable.MyView);

//第一个参数为属性集合里面的属性，R文件名称：R.styleable+属性集合名称+下划线+属性名称

//第二个参数为，如果没有设置这个属性，则设置的默认的值

defalutSize = a.getDimensionPixelSize(R.styleable.MyView\_default\_size, 100);

//最后记得将TypedArray对象回收

a.recycle();

}

最后，把MyView的完整代码附上：

package com.hc.studyview;

import android.content.Context;import android.content.res.TypedArray;import android.graphics.Canvas;import android.graphics.Color;import android.graphics.Paint;import android.util.AttributeSet;import android.util.Log;import android.view.MotionEvent;import android.view.View;

/\*\*

\* Package com.hc.studyview

\* Created by HuaChao on 2016/6/3.

\*/public class MyView extends View {

private int defalutSize;

public MyView(Context context) {

super(context);

}

public MyView(Context context, AttributeSet attrs) {

super(context, attrs);

//第二个参数就是我们在styles.xml文件中的<declare-styleable>标签

//即属性集合的标签，在R文件中名称为R.styleable+name

TypedArray a = context.obtainStyledAttributes(attrs, R.styleable.MyView);

//第一个参数为属性集合里面的属性，R文件名称：R.styleable+属性集合名称+下划线+属性名称

//第二个参数为，如果没有设置这个属性，则设置的默认的值

defalutSize = a.getDimensionPixelSize(R.styleable.MyView\_default\_size, 100);

//最后记得将TypedArray对象回收

a.recycle();

}

private int getMySize(int defaultSize, int measureSpec) {

int mySize = defaultSize;

int mode = MeasureSpec.getMode(measureSpec);

int size = MeasureSpec.getSize(measureSpec);

switch (mode) {

case MeasureSpec.UNSPECIFIED: {//如果没有指定大小，就设置为默认大小

mySize = defaultSize;

break;

}

case MeasureSpec.AT\_MOST: {//如果测量模式是最大取值为size

//我们将大小取最大值,你也可以取其他值

mySize = size;

break;

}

case MeasureSpec.EXACTLY: {//如果是固定的大小，那就不要去改变它

mySize = size;

break;

}

}

return mySize;

}

@Override

protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) {

super.onMeasure(widthMeasureSpec, heightMeasureSpec);

int width = getMySize(defalutSize, widthMeasureSpec);

int height = getMySize(defalutSize, heightMeasureSpec);

if (width < height) {

height = width;

} else {

width = height;

}

setMeasuredDimension(width, height);

}

@Override

protected void onDraw(Canvas canvas) {

//调用父View的onDraw函数，因为View这个类帮我们实现了一些

// 基本的而绘制功能，比如绘制背景颜色、背景图片等

super.onDraw(canvas);

int r = getMeasuredWidth() / 2;//也可以是getMeasuredHeight()/2,本例中我们已经将宽高设置相等了

//圆心的横坐标为当前的View的左边起始位置+半径

int centerX = getLeft() + r;

//圆心的纵坐标为当前的View的顶部起始位置+半径

int centerY = getTop() + r;

Paint paint = new Paint();

paint.setColor(Color.GREEN);

//开始绘制

canvas.drawCircle(centerX, centerY, r, paint);

}

}

# **2 自定义ViewGroup**

自定义View的过程很简单，就那几步，可自定义ViewGroup可就没那么简单啦~，因为它不仅要管好自己的，还要兼顾它的子View。我们都知道ViewGroup是个View容器，它装纳child View并且负责把child View放入指定的位置。我们假象一下，如果是让你负责设计ViewGroup，你会怎么去设计呢？

1.首先，我们得知道各个子View的大小吧，只有先知道子View的大小，我们才知道当前的ViewGroup该设置为多大去容纳它们。

2.根据子View的大小，以及我们的ViewGroup要实现的功能，决定出ViewGroup的大小

3.ViewGroup和子View的大小算出来了之后，接下来就是去摆放了吧，具体怎么去摆放呢？这得根据你定制的需求去摆放了，比如，你想让子View按照垂直顺序一个挨着一个放，或者是按照先后顺序一个叠一个去放，这是你自己决定的。

4.已经知道怎么去摆放还不行啊，决定了怎么摆放就是相当于把已有的空间"分割"成大大小小的空间，每个空间对应一个子View，我们接下来就是把子View对号入座了，把它们放进它们该放的地方去。

现在就完成了ViewGroup的设计了，我们来个具体的案例：将子View按从上到下垂直顺序一个挨着一个摆放，即模仿实现LinearLayout的垂直布局。

首先重写onMeasure，实现测量子View大小以及设定ViewGroup的大小：

@Override

protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) {

super.onMeasure(widthMeasureSpec, heightMeasureSpec);

//将所有的子View进行测量，这会触发每个子View的onMeasure函数

//注意要与measureChild区分，measureChild是对单个view进行测量

measureChildren(widthMeasureSpec, heightMeasureSpec);

int widthMode = MeasureSpec.getMode(widthMeasureSpec);

int widthSize = MeasureSpec.getSize(widthMeasureSpec);

int heightMode = MeasureSpec.getMode(heightMeasureSpec);

int heightSize = MeasureSpec.getSize(heightMeasureSpec);

int childCount = getChildCount();

if (childCount == 0) {//如果没有子View,当前ViewGroup没有存在的意义，不用占用空间

setMeasuredDimension(0, 0);

} else {

//如果宽高都是包裹内容

if (widthMode == MeasureSpec.AT\_MOST && heightMode == MeasureSpec.AT\_MOST) {

//我们将高度设置为所有子View的高度相加，宽度设为子View中最大的宽度

int height = getTotleHeight();

int width = getMaxChildWidth();

setMeasuredDimension(width, height);

} else if (heightMode == MeasureSpec.AT\_MOST) {//如果只有高度是包裹内容

//宽度设置为ViewGroup自己的测量宽度，高度设置为所有子View的高度总和

setMeasuredDimension(widthSize, getTotleHeight());

} else if (widthMode == MeasureSpec.AT\_MOST) {//如果只有宽度是包裹内容

//宽度设置为子View中宽度最大的值，高度设置为ViewGroup自己的测量值

setMeasuredDimension(getMaxChildWidth(), heightSize);

}

}

}

/\*\*\*

\* 获取子View中宽度最大的值

\*/

private int getMaxChildWidth() {

int childCount = getChildCount();

int maxWidth = 0;

for (int i = 0; i < childCount; i++) {

View childView = getChildAt(i);

if (childView.getMeasuredWidth() > maxWidth)

maxWidth = childView.getMeasuredWidth();

}

return maxWidth;

}

/\*\*\*

\* 将所有子View的高度相加

\*\*/

private int getTotleHeight() {

int childCount = getChildCount();

int height = 0;

for (int i = 0; i < childCount; i++) {

View childView = getChildAt(i);

height += childView.getMeasuredHeight();

}

return height;

}

代码中的注释我已经写得很详细，不再对每一行代码进行讲解。上面的onMeasure将子View测量好了，以及把自己的尺寸也设置好了，接下来我们去摆放子View吧~

@Override

protected void onLayout(boolean changed, int l, int t, int r, int b) {

int count = getChildCount();

//记录当前的高度位置

int curHeight = t;

//将子View逐个摆放

for (int i = 0; i < count; i++) {

View child = getChildAt(i);

int height = child.getMeasuredHeight();

int width = child.getMeasuredWidth();

//摆放子View，参数分别是子View矩形区域的左、上、右、下边

child.layout(l, curHeight, l + width, curHeight + height);

curHeight += height;

}

}

我们测试一下，将我们自定义的ViewGroup里面放3个Button ,将这3个Button的宽度设置不一样，把我们的ViewGroup的宽高都设置为包裹内容wrap\_content，为了看的效果明显，我们给ViewGroup加个背景：

<?xml version="1.0" encoding="utf-8"?><LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent">

<com.hc.studyview.MyViewGroup

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:background="#ff9900">

<Button

android:layout\_width="100dp"

android:layout\_height="wrap\_content"

android:text="btn" />

<Button

android:layout\_width="200dp"

android:layout\_height="wrap\_content"

android:text="btn" />

<Button

android:layout\_width="50dp"

android:layout\_height="wrap\_content"

android:text="btn" />

</com.hc.studyview.MyViewGroup>

</LinearLayout>

看看最后的效果吧~

![IMG_259](data:image/png;base64,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)

自定义ViewGroup

是不是很激动~我们自己也可以实现LinearLayout的效果啦~~~~

最后附上MyViewGroup的完整源码：

package com.hc.studyview;

import android.content.Context;import android.util.AttributeSet;import android.view.MotionEvent;import android.view.View;import android.view.ViewGroup;

/\*\*

\* Package com.hc.studyview

\* Created by HuaChao on 2016/6/3.

\*/public class MyViewGroup extends ViewGroup {

public MyViewGroup(Context context) {

super(context);

}

public MyViewGroup(Context context, AttributeSet attrs) {

super(context, attrs);

}

/\*\*\*

\* 获取子View中宽度最大的值

\*/

private int getMaxChildWidth() {

int childCount = getChildCount();

int maxWidth = 0;

for (int i = 0; i < childCount; i++) {

View childView = getChildAt(i);

if (childView.getMeasuredWidth() > maxWidth)

maxWidth = childView.getMeasuredWidth();

}

return maxWidth;

}

/\*\*\*

\* 将所有子View的高度相加

\*\*/

private int getTotleHeight() {

int childCount = getChildCount();

int height = 0;

for (int i = 0; i < childCount; i++) {

View childView = getChildAt(i);

height += childView.getMeasuredHeight();

}

return height;

}

@Override

protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) {

super.onMeasure(widthMeasureSpec, heightMeasureSpec);

//将所有的子View进行测量，这会触发每个子View的onMeasure函数

//注意要与measureChild区分，measureChild是对单个view进行测量

measureChildren(widthMeasureSpec, heightMeasureSpec);

int widthMode = MeasureSpec.getMode(widthMeasureSpec);

int widthSize = MeasureSpec.getSize(widthMeasureSpec);

int heightMode = MeasureSpec.getMode(heightMeasureSpec);

int heightSize = MeasureSpec.getSize(heightMeasureSpec);

int childCount = getChildCount();

if (childCount == 0) {//如果没有子View,当前ViewGroup没有存在的意义，不用占用空间

setMeasuredDimension(0, 0);

} else {

//如果宽高都是包裹内容

if (widthMode == MeasureSpec.AT\_MOST && heightMode == MeasureSpec.AT\_MOST) {

//我们将高度设置为所有子View的高度相加，宽度设为子View中最大的宽度

int height = getTotleHeight();

int width = getMaxChildWidth();

setMeasuredDimension(width, height);

} else if (heightMode == MeasureSpec.AT\_MOST) {//如果只有高度是包裹内容

//宽度设置为ViewGroup自己的测量宽度，高度设置为所有子View的高度总和

setMeasuredDimension(widthSize, getTotleHeight());

} else if (widthMode == MeasureSpec.AT\_MOST) {//如果只有宽度是包裹内容

//宽度设置为子View中宽度最大的值，高度设置为ViewGroup自己的测量值

setMeasuredDimension(getMaxChildWidth(), heightSize);

}

}

}

@Override

protected void onLayout(boolean changed, int l, int t, int r, int b) {

int count = getChildCount();

//记录当前的高度位置

int curHeight = t;

for (int i = 0; i < count; i++) {

View child = getChildAt(i);

int height = child.getMeasuredHeight();

int width = child.getMeasuredWidth();

child.layout(l, curHeight, l + width, curHeight + height);

curHeight += height;

}

}

}

好啦~自定义View的学习到此结束，是不是发现自定义View如此简单呢？